Abstract

Approximation is one of the key techniques used in manipulating geometric objects. Aggregation is a form of approximation that joins objects that are likely to be grouped together as a single unit. This can improve efficiency, reduce complexity and generate levels of detail, and has application in rendering, cartography and molecular structure design. In this work, we present a general framework to aggregate nearby objects together. The proximity of the objects is determined based on distances between them. Grouped objects are approximated into shapes similar to alpha shapes. This reduces volume as compared to convex hull approximation. However, typical alpha shape approximation, which uses a constant alpha value, fails to adapt to non-uniform inputs. To address this, we use a function to adaptively determine the value of alpha based on the properties of the objects to be aggregated. Varying the threshold distance that determines the group of nearby objects, we can create a hierarchy of aggregation for any environment. We evaluate our method using two dimensional objects. The quality of the aggregated objects is evaluated using shape metrics including area, perimeter and circularity and is compared with convex hull and alpha shape approximations. Our method produces aggregates which are closer to the original objects than alpha shapes and convex hulls. We also demonstrate how the levels in aggregation can be used to solve motion planning problems more efficiently in complex environments. We have also extended our implementation to three dimensional objects with results similar to two dimensional environments.

1 Introduction

Approximation is one of the key techniques in manipulating geometric objects for efficient processing in a variety of applications in computer graphics [34], geology [7] and computational biology [31]. Popular approximation techniques include simplification [18], clustering [29] and decomposition [28, 19]. The objective of all these techniques is to obtain a simpler version of the original model(s) with certain properties such as convexity, number of components and number of primitives that expedite further processing.

Object aggregation approximates a set of objects that are likely to be grouped together as a single entity. The structure of the aggregated object should be such that the approximation error does not have a negative impact on the results used for future processing. Aggregation is often used in cartography, where a hierarchy of maps is created by aggregating neighboring buildings, trees and other geological objects to form nuclear colonies [44, 21]. It is also used in crystal structure design where geometric simplices like spheres are aggregated to form the three dimensional structure of the lattice [8, 33].

In applications such as motion planning, a feasible collision-free path is computed in an environment with a set of obstacles. Often complex geometric models are used as obstacles. To improve efficiency, the complex objects can be approximated by simpler, and often convex shapes [27, 30, 23]. Sometimes, the large numbers of obstacles adversely affects the efficiency, especially if they are likely to be considered as a group. For example, a group of trees in an environment may be grouped together as a single obstacle if the passage between the trees is not important and alternate routes around them exist. However, the convex hull approximation of the obstacles to be grouped might significantly reduce free space and can cause narrowing of existing passages, making the passage challenging to navigate or even impassable as shown in Fig. 1.

In this work, we propose a new method to identify and aggregate a set of nearby objects. More specifically, a set of objects is aggregated if the distance between them does not exceed a user-defined value, $\delta$. By varying $\delta$, we define an aggregation hierarchy in which the lowest level is the original environment and the highest level contains a single aggregated object. We use methods similar to alpha shapes [14, 15] to generate the approximate shapes of the grouped objects. An
alpha shape [14, 15] is a generalization of the convex hull; a high enough alpha value generates the convex hull. Aggregation using alpha shapes with a constant alpha is used in GIS applications such as PostGIS [2] and ArcGIS [1]. But a constant alpha value can fail to capture topological variation that can occur in a heterogeneous environments. Hence, we use a function to adaptively determine the value of alpha based on the topological features of the objects that need to be aggregated. If the function returns a constant value, our aggregation method behaves similarly to the alpha shape approximation.

Our main contributions are:

- A general framework to aggregate a set of disjoint objects such that:
  
  - objects are grouped based on the minimum distance between them, and
  
  - the approximate shape of the aggregated objects is determined by a function of the properties of the objects and threshold distance.

- An aggregation hierarchy for an environment with a set of objects.

We analyzed the quality of our aggregation using shape metrics including area, perimeter and circularity and compared the quality with convex hull and alpha shape approximation. Our results demonstrate that our method creates shapes closer to the original objects with less error in approximation (as measured in terms of the volume of free space consumed) than convex hull and alpha shape approximations. Our results also demonstrate an application of the aggregation hierarchy to a motion planning problem in a complex environment where the hierarchy improves the efficiency of the planning as compared to planning in the original environment. We have also extended our implementation to three dimensional objects with results similar to two dimensional environments.

2 Related Work

Approximations of original models are computed for efficient processing. Approximation hierarchies [4] are used to decide the trade-off between approximation error and efficiency. Aggregation is used to generalize a large number of data into smaller number of groups. Clustering algorithms are
popular in determining the groups for a variety of objectives [13] depending on the input data set and the nature of the groups. K-means and fuzzy clustering form the underlying clustering approach to define various form of approximations, like decomposition [38, 26].

Most of these algorithms do not use disjoint polygons/polyhedra as an input model, and hence clustering is used only to define the boundaries of the groups. As in Geo-spatial applications, the polygons are clustered to describe regions based on area, neighborhood, etc [25]. Zhang et.al [43] provide a generalized framework for clustering polygons based on three defined input data boundaries, features and spatial events. The distance function is also user-defined, depending on the defined attributes of the input polygon. Applications like ArcGIS and PostGIS aggregate polygons based on distance. They rasterize the input polygons and join the features if they are close with respect to a threshold distance. In this work, we extended this idea in determining the groups that will form the aggregates.

Aggregation of a polyhedral mesh is often used as an union operator as mesh generator [40]. In most applications, the mesh used for union are intersecting or an intersecting boundary is generated to join the mesh along the intersecting boundary [40, 12]. Disjoint three dimensional points are clustered to form a simplified or new polyhedral structure [6]. Alpha shapes [17], skin surfaces [10] and other methods are used to determine the polyhedral mesh cover. Disjoint meshes are joined using these shapes from polyhedral simplices to create new complex structures [8, 33]. Most of these methods use homogeneous objects, and hence traditional alpha shapes [14, 17] are enough to serve the purpose. However, to handle non-uniformity in inputs, weighted alpha shapes [16] and conformal alpha shapes [9] are defined, which are used in applications like mesh reconstruction and feature detection. Instead of determining the weights on the point set, we determine the alpha adaptively based on the topological features.

Hagbi and El-Sana describe a mesh simplification strategy using carving of Constrained Delaunay Tetrahedralization [22]. Although their objective is to simplify the mesh, the algorithm can be applied to disjoint meshes to create an aggregated structure. In this work, we use the carving technique from [22] to define the aggregated structure where the distance between them determines whether they are to be aggregated or not.

In this work we combined the concept of polygon aggregation based on a distance threshold and approximate surface generation in three dimensional meshes to aggregate a set of objects if they are close to each other and the surface of the aggregates is approximated based on topological attributes of the objects. Our work provides a general framework to aggregate group of nearby objects such that joining of nearby features in GIS applications forms one of the specialized version of the proposed aggregation method. Also, the aggregation method does not assume the objects to be intersecting, as in polyhedral aggregation.

3 Our Approach

Aggregation clusters nearby objects into a single group while reducing the approximation error. In this work, we assume the objects to be disjoint (or objects which have zero distance between them are already merged as a single object). We will refer to the objects as models or objects interchangeably.

Aggregating objects by their distance involves two major steps: (1) identifying the groups of nearby objects and (2) creating approximate shapes that cover each group of objects. To find the group of nearby objects, we abstract the environment in a graph called the neighborhood graph. The vertices in the neighborhood graph correspond to the models in the environment. Neighboring models are connected by weighted edges in the graph, with the weight being the minimum distance
between the objects. In order to identify the group of models to be aggregated, we reduce the neighborhood graph of the original environment to that of the aggregated environment. This reduction involves collapsing the edges with weights less than the threshold $\delta$. Varying $\delta$ creates a hierarchy of neighborhood graphs for different levels of aggregation. Each of the vertices in the resulting neighborhood graph represents an aggregated group of objects. Depending on the function used to approximate the aggregated objects, intermediate levels might also be introduced in the hierarchy of aggregation. The sketch of the algorithm is provided in Algorithm 1.

Algorithm 1 Distance Aggregation($M, \delta$)

Input: A set of models $M$ and threshold distance $\delta$.
Output: An aggregated set of models $AM$.

1: Initialize the Neighbor Graph $NG(V, E)$ with each $m \in M$ as $v$ in $V$.
2: for each $e \in E$ do
3:     if $w(e) < \delta$ then
4:         Group the models at the end vertices of $e$, $M_e$.
5:         Collapse the edge $e$ to a single vertex $v$ with $M_e$ as the group of models it represents.
6:     end if
7: end for
8: for each $v \in V$ do
9:     Create the approximate shape, $am$ of the group of models from which $v$ is evolved or the model it represent.
10: $AM \leftarrow AM \cup am$.
11: end for
12: return $AM$

3.1 Initial Neighborhood Graph Construction

To identify the groups of models to be aggregated, we need to abstract both the neighborhood of the models and the distance between the neighboring models. A dual graph of the environment, known as the neighborhood graph, is constructed with models as vertices and the neighborhood relationship among the models as edges. The initial (the lowest level) graph is constructed with the objects in the original environment as individual vertices. The neighboring objects are then connected by edges in the graph, with edge weight as the minimum distance between the neighboring objects.

To find the neighborhood relationship of objects in the environment, we need to construct an approximate Voronoi diagram or identify the Voronoi regions where models are sites instead of points. For our implementation, we use Constrained Delaunay Triangulation (CDT) [37, 11], to identify these Voronoi regions. CDT is similar to Delaunay triangulation with an added constraint of including predefined edges to be included in the output. Various other approaches that define the neighborhood, like Voronoi diagram and/or Delaunay Triangulation [5, 20], Gabriel Graphs [32], Relative Neighborhood Graph [24, 3] and others can similarly be used to encode the neighborhood relationship of the objects in neighborhood graph.

We construct the CDT of the convex hull of all the objects in the environment, excluding the objects, i.e., the convex hull of all the objects with the objects as holes. The constrained edges are that of the objects and the convex hull. This creates a boundary or region for the triangulation. Fig. 2(b) shows the CDT of the environment in Fig. 2(a).

After construction of the CDT, every edge in the CDT is checked. If the end-vertices of the edge
belong to different model boundaries then, an edge is created in the initial neighborhood graph connecting the vertex representative of the models in the graph. The weight is updated according to the shortest length CDT edge found between the models. Fig. 2(c) is the initial graph constructed using the CDT in Fig. 2(b).

3.2 Identifying Models To Be Aggregated

With the representation of the models and their neighborhood in the form of the initial neighborhood graph, it is easier to identify the groups of objects that need to be aggregated. The neighborhood graph of the aggregated environment is constructed by collapsing the edges in the initial neighborhood graph that has weight less than the user-defined threshold distance $\delta$.

The edge-collapse operation in the neighborhood graph is defined as merging the end-vertices as a single vertex. The vertices in the initial neighborhood graph that are reduced to a single vertex in the resulting neighborhood graph represent a group of objects to be merged. Hence, by tracing back the merging history of every vertex in the resulting neighborhood graph to the initial neighborhood graph, we generate the final groups of models to be merged. As shown in Fig 3(a), the edge between vertex $A$ and $B$ is merged to a single vertex with $A$ and $B$ in its merging history.

Two edges from the graph in Fig. 2(c) are merged to form the neighborhood graph in Fig. 3(a) when $\delta$ is set to 5. In our implementation, the triangles between the objects in the CDT that are connected in the neighborhood graph by an edge are also removed such that the CDT corresponds exactly to the neighborhood graph, as shown in Fig. 3(b).
### 3.3 Aggregated Approximation of the Models

The resulting neighborhood graph generated by collapsing the edges with weights greater than the threshold distance $\delta$ from initial neighborhood graph represents the number of aggregated groups and their neighborhood relation. The sets of objects represented by the vertices in the final neighborhood graph are the groups of objects that need to be approximated into individual shapes. A variety of shape descriptors can be used to generate the approximate boundary of the aggregated groups. For more details refer to [42, 41].

In this work, we use approximates similar to alpha shapes to construct the boundary of the aggregated models. In our implementation, the resulting CDT, after the removal of the edges corresponding to the edges in the latest neighborhood graph, generates a set of initial approximations of the aggregated models. These initial approximations are further sculpted to reduce error or wastage of space. The sculpting is done by iteratively removing exposed triangles from the CDT. An exposed triangle has at least one edge with no neighboring triangle in CDT. Fig. 3(c) shows the exposed triangles as chequered pink triangles. As the CDT contains triangles in the free space outside the objects boundary in the original environment, the approximation process does not sculpt beyond the original object boundaries.

An exposed triangle is removed if one of its edges exceeds a value which is determined by an aggregate function $F$, of the models at either end of the edges in the triangle. Below are two aggregate functions studied in this work:

\[
F(m_1, m_2) = \delta \quad (1)
\]

\[
F(m_1, m_2) = 0.5 \times (\min(m_1, m_2) + \sigma(m_1, m_2) + \delta) \quad (2)
\]

where $m_1$ and $m_2$ are the two models at either end of the edges of the triangle, $\min(m_1, m_2)$ is the minimum distance between the models $m_1$ and $m_2$, and $\sigma(m_1, m_2)$ is the standard deviation of the length of all connections.

Equation 1 reduces the aggregation framework similar to alpha shape aggregation in GIS applications in which features within the input threshold distance are aggregated. If the equation returns a constant value for a given environment, it creates alpha shapes of the aggregated objects. Equation 2 generates the approximated boundary closer to minimum distance connections based on the variation in the lengths of the connection and the threshold distance. The minimum distance and the standard deviation incorporate the average topological variation between the objects to the minimum distance connection. Averaging the value with the threshold distance $\delta$ balances $\delta$ with minimum distance connection and topological variations. Other functions, like the average of the threshold distance and the average distance, can also be used.

### 4 Results

We evaluated our approach in terms of efficiency and shape descriptor quality metrics including total area, total perimeter and a circularity measure that state how close the resulting model is to a circle. The aggregation using the aggregate function stated in Equation 1 (alpha approximation) is referred as alpha shape and Equation 2 is referred as our method in this section. We used 5 different environments, as shown in Fig. 4 (ordered by their total number of vertices). The implementation is done in C++, and the experiments are conducted on a PC with Pentium CPU and 2GB RAM. We used the library Triangle [35] to construct the CDT.

Fig. 4 shows the aggregated models using the same threshold for both aggregation methods (alpha shapes and aggregate function) in 5 different environments. The threshold distance $\delta$ for
each environment is stated in the caption. The choice of $\delta$ used in the experiments is random in the range from minimum and maximum distance connection in the neighborhood graph. For the same threshold, our method results in an aggregation closer to the original environment than alpha shape approximation. This is due to balancing of the value of aggregate function with respect to the minimum distance of the models, variation in distances between the model, and the threshold distance $\delta$. Sometimes the aggregation using our method for a higher threshold resembles aggregation in alpha shape approximation for a lower threshold, as shown in Fig. 5. This reduces the height of the aggregation hierarchy using our method as compared to alpha shape method, eliminating levels with large approximated areas, which are less important than tighter and more intuitive approximations. Also, the connections formed by our method are narrower than alpha shape approximation.

4.1 Time

Fig. 6(a) shows the time efficiency of the aggregation for each environment. The result shows an increase in time with an increase in the number of total vertices in the environment. A constant time is observed for any given environment at different levels of aggregation. This is because the time is heavily dependent on the complexity of the CDT construction algorithm. As both the approximations using alpha shapes or our method are a constant time operation, difference in this function is not reflected in the time efficiency. However, if an aggregate function required computation specific to the state models at the levels in aggregation, the complexity will increase or decrease accordingly with the level of aggregation.

4.2 Shape Quality Metrics

Aggregation introduces changes in the shape of the objects that are aggregated together. In this subsection, we analyze the shape quality of the aggregated shapes in terms of the metrics like area, perimeter and a circularity measure $C(E)$ for an environment $E$ as defined in Equation 3:

$$C(E) = \frac{4\pi A(E)}{P(E)^2}$$  

where $A(E)$ is the total area and $P(E)$ is the total perimeter of all the objects in $E$. Fig. 6(b) gives the circularity measure for the 5 environments at 4 different levels. The values are normalized to those of the original environment. The figure demonstrates that using alpha shapes there is a sharp increase in circularity, whereas using our method the increase in circularity is slow with respect to the original model. The increase in circularity with an increase in tolerance states that the aggregated models are closer in resemblance to the original models at a low tolerance level than to a circle at high tolerance level. The circularity measure for convex hull cover is not shown, as it is the highest achievable circularity for the aggregated components and is higher than any of the aggregation methods, as expected.

The total area and the total perimeter of the aggregated models at different threshold levels for each of the 5 environments are shown in Fig. 6(c) and Fig. 6(d) respectively. All the measures are normalized to that of original environment. There is an increase in area and decrease in perimeter with increase in tolerance. The change in area and perimeter is more drastic for alpha shape than in our aggregation. This is due to the fact that our aggregation uses an average of threshold and minimum distance with standard deviation as the threshold for removal of edges from the approximate of the aggregated models, which results in approximations closer to the original models. Hence, our method incurs less approximation error than alpha shapes and convex hulls.
Figure 4: Original and aggregated environments using alpha shape and our method of approximation with the same delta value for each environment. (a)-(c) are Tree environments ($\delta = 0.8$), (d)-(f) are Scatter environments ($\delta = 4$), (g)-(i) are Room environments ($\delta = 20$), (j)-(l) are Colony environments ($\delta = 28$), and (m)-(o) are Forest environments ($\delta = 40$).
Figure 5: Alpha shape aggregation at lower threshold resembles our aggregation at a higher threshold. (a) Alpha shape aggregation using $\delta = 30$, (b) alpha shape aggregation using $\delta = 20$ resembles, (c) our aggregation using $\delta = 30$

Figure 6: (a) Time efficiency of aggregation in 5 environments. (b)-(d) Area, Perimeter and circularity of the objects in the aggregated environments using envelope described by alpha shape, our method and convex hull. The measures are ordered with increase in tolerance for each environment. All the measure are normalized to that of the objects in original environment.
4.3 Application to Motion Planning

With the decrease in tolerance, the free space in the original environment is evolved to generate a hierarchy of maps for the environment. To find a path from a start to a goal position in the environment, we can use the hierarchy of the aggregated environment to guide the planning towards the goal. The idea is to start from a coarser level (high $\delta$) as shown in Fig. 7(a). If the roadmap is unable to solve the query, we use the next level environment and extend the map in the region absent in the previous level used. In Fig. 7(b), the map is only extended in the region not present in Fig. 7(a). The process is continued until the query is solved (See Fig. 7(c)).

![Figure 7: Roadmap using different level of aggregation till the query is solved.](image)

4.4 Extension to three dimension

We extended our implementation to three dimensional objects. Instead of using Constrained Delaunay Triangulation, we use the external package Tetgen [39] to construct the Constrained Delaunay Tetrahedralization [36]. As exposed edges are removed in 2D, we remove exposed faces in 3D. A face in CDT is removed only if length of its edges exceeds the alpha returned by the aggregate function.

Fig. 8 shows the aggregated shapes generated in a heterogeneous chess board environment using alpha shape approximation and our method. Similar to the results for 2D environment, alpha shapes generate wider connections with more approximation error (in terms of volume used) than our method. Fig. 9 demonstrates different levels in the aggregation hierarchy using our method on a homogeneous 15-spheres environment. However, the approximation shape can be further improved by using aggregate function on other properties of the face like area and height instead of using length of its edges.

5 Conclusion

This paper provides a general framework to aggregate a set of nearby disjoint objects. The algorithm includes finding the group of nearby objects based on a threshold distance and approximating the shape of the aggregated models as determined by a function of the objects to be merged and the threshold distance. Varying the threshold distance, generates a hierarchy of aggregated models. The hierarchy is further detailed by the shape descriptor function used to generate the approximates of the aggregated models. Our implementation validates the method for 2D polygonal objects. The quality of the aggregation corresponds closely to that of the original model as the threshold
Figure 8: Aggregation in a heterogeneous chess board environment (a) using alpha shapes (b) and our method (c).

Figure 9: Hierarchical aggregation in a homogeneous three dimensional 15-spheres environment varying the value of $\delta$ using our method.
is decreased. Also using a function that can represent the variation in topology generates an intuitive approximate of the original objects even at high threshold. We demonstrated how the levels in approximation can be utilized in a motion planning application. We have extended our implementation to three dimensional objects with results similar to two dimensional objects.
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